**Pointers**

# Pointers store address of variables or a memory location.

**int \*ptr;**

#include <stdio.h>

int main**()**

**{**

int x**;**

// Prints address of x - 0x7ffff3014144

printf**(**"%p"**,** **&**x**);**

**return** 0**;**

**}**

#include <stdio.h>

int main**()**

**{**

int x **=** 10**;**

// 1) Since there is \* in declaration, ptr

// becomes a pointer varaible (a variable

// that stores address of another variable)

// 2) Since there is int before \*, ptr is

// pointer to an integer type variable

int **\***ptr**;**

// & operator before x is used to get address

// of x. The address of x is assigned to ptr.

ptr **=** **&**x**;**

**return** 0**;**

**}**

**// C program to demonstrate use of \* for pointers in C**

#include <stdio.h>

int main**()**

**{**

// A normal integer variable

int Var **=** 10**;**

// A pointer variable that holds address of var.

int **\***ptr **=** **&**Var**;**

// This line prints value at address stored in ptr.

// Value stored is value of variable "var"

printf**(**"Value of Var = %d\n"**,** **\***ptr**);**

// The output of this line may be different in different

// runs even on same machine.

printf**(**"Address of Var = %p\n"**,** ptr**);**

// We can also use ptr as lvalue (Left hand

// side of assignment)

**\***ptr **=** 20**;** // Value at address is now 20

// This prints 20

printf**(**"After doing \*ptr = 20, \*ptr is %d\n"**,** **\***ptr**);**

**return** 0**;**

**}**

Value of Var **=** 10

Address of Var **=** 0x7ffd61ae1ffc

After doing **\***ptr **=** 20**,** **\***ptr is 20

# Pointers arithmetic

<https://www.codeproject.com/Articles/82880/C-Pointer-Tricks>

void main**()**

**{**

int arr**[]** **=** **{**1**,** 2**,** 3**};**

int **\***ptr**;**

ptr **=** arr**;**

printf**(**"arr[0] = %d, arr[1] = %d, arr[2] = %d, ptr = %p, \*ptr = %d\n"**,**

arr**[**0**],** arr**[**1**],** arr**[**2**],** ptr**,** **\***ptr**);**

**\***ptr**++** **=** **-**1**;**

printf**(**"arr[0] = %d, arr[1] = %d, arr[2] = %d, ptr = %p, \*ptr = %d\n"**,**

arr**[**0**],** arr**[**1**],** arr**[**2**],** ptr**,** **\***ptr**);**

**\*++**ptr **=** **-**2**;**

printf**(**"arr[0] = %d, arr[1] = %d, arr[2] = %d, ptr = %p, \*ptr = %d\n"**,**

arr**[**0**],** arr**[**1**],** arr**[**2**],** ptr**,** **\***ptr**);**

**(\***ptr**)++;**

printf**(**"arr[0] = %d, arr[1] = %d, arr[2] = %d, ptr = %p, \*ptr = %d\n"**,**

arr**[**0**],** arr**[**1**],** arr**[**2**],** ptr**,** **\***ptr**);**

**}**

arr[0] = 1, arr[1] = 2, arr[2] = 3, ptr = 0043FE44, \*ptr = 1

arr[0] = -1, arr[1] = 2, arr[2] = 3, ptr = 0043FE48, \*ptr = 2

arr[0] = -1, arr[1] = 2, arr[2] = -2, ptr = 0043FE4C, \*ptr = -2

arr[0] = -1, arr[1] = 2, arr[2] = -1, ptr = 0043FE4C, \*ptr = -1

void main**()**

**{**

int arr**[]** **=** **{**1**,** 2**,** 3**};**

**\***arr **=** 5**;**

printf**(**"arr[0] = %d, arr[1] = %d, arr[2] = %d\n"**,**

arr**[**0**],** arr**[**1**],** arr**[**2**]);**

**\*(**arr **+** 1**)** **=** 10**;**

printf**(**"arr[0] = %d, arr[1] = %d, arr[2] = %d\n"**,**

arr**[**0**],** arr**[**1**],** arr**[**2**]);**

2**[**arr**]** **=** 15**;**

printf**(**"0[arr] = %d, 1[arr] = %d, 2[arr] = %d\n"**,**

0**[**arr**],** 1**[**arr**],** 2**[**arr**]);**

**}**

arr[0] = 5, arr[1] = 2, arr[2] = 3

arr[0] = 5, arr[1] = 10, arr[2] = 3

0[arr] = 5, 1[arr] = 10, 2[arr] = 15

void main**()**

**{**

char str1**[]** **=** **{** 'A'**,** 'B'**,** 'C'**,** 'D'**,** 'E' **};**

char str2**[]** **=** "ABCDE"**;**

char **\***str3 **=** "ABCDE"**;**

char **\***cPtr **=** str1**;**

short sArr**[]** **=** **{**1**,** 2**,** 3**,** 4**,** 5**};**

short sArr2D**[][**5**]** **=** **{** **{**1**,** 2**,** 3**,** 4**,** 5**},**

**{**6**,** 7**,** 8**,** 9**,** 10**}** **};**

short **\***sPtr1 **=** sArr**;**

short **(\***sPtr2**)[**5**]** **=** sArr2D**;**

short **\***sPtr3**[**5**];**

printf**(**"sizeof(str1) = %u\n"**,** **sizeof(**str1**));**

printf**(**"sizeof(str2) = %u\n"**,** **sizeof(**str2**));**

printf**(**"sizeof(str3) = %u\n"**,** **sizeof(**str3**));**

printf**(**"sizeof(cPtr) = %u\n"**,** **sizeof(**cPtr**));**

printf**(**"\n"**);**

printf**(**"sizeof(sArr) = %u\n"**,** **sizeof(**sArr**));**

printf**(**"sizeof(sPtr1) = %u\n"**,** **sizeof(**sPtr1**));**

printf**(**"sizeof(sArr2D) = %u\n"**,** **sizeof(**sArr2D**));**

printf**(**"sizeof(sPtr2) = %u\n"**,** **sizeof(**sPtr2**));**

printf**(**"sizeof(\*sPtr2) = %u\n"**,** **sizeof(\***sPtr2**));**

printf**(**"sizeof(sPtr3) = %u\n"**,** **sizeof(**sPtr3**));**

printf**(**"\n"**);**

printf**(**"sArr2D[1][2] = %d\n"**,** sArr2D**[**1**][**2**]);**

printf**(**"sPtr2[0][0] = %d, sPtr2[1][2] = %d\n"**,** sPtr2**[**0**][**0**],** sPtr2**[**1**][**2**]);**

printf**(**"\*(\* (sArr2D + 1) + 2) = %d\n"**,** **\*(\*** **(**sArr2D **+** 1**)** **+** 2**));**

printf**(**"\*(\*(sArr2D) + 1\*5 + 2) = %d\n\n"**,** **\*(\*(**sArr2D**)** **+** 1**\***5 **+** 2**));**

**}**

sizeof(str1) = 5

sizeof(str2) = 6

sizeof(str3) = 4

sizeof(cPtr) = 4

sizeof(sArr) = 10

sizeof(sPtr1) = 4

sizeof(sArr2D) = 20

sizeof(sPtr2) = 4

sizeof(\*sPtr2) = 10

sizeof(sPtr3) = 20

sArr2D[1][2] = 8

sPtr2[0][0] = 1, sPtr2[1][2] = 8

\*(\* (sArr2D + 1) + 2) = 8

\*(\*(sArr2D) + 1\*5 + 2) = 8

* sArr2D[1][2] simply tries to access the third element of the second array in the 2-dimensional array sArr2D. Think of sArr2D as an array of 2 arrays of 5 int values. So sArr2D[1][2] = 8.
* sPtr2 is a pointer to the 2-dimensional array sArr2D and thus can be used in the same way as variable sArr2D. So sPtr2[1][2] is the same as sArr2D[1][2].
* \* (sArr2D + 1) is like sArr2D[1] which points us to the first element in the 2nd array sArr2D[1][0]. \*(\* (sArr2D + 1) + 2) is like \*(sArr2D[1] + 2), which is like \*(&sArr2D[1][0] + 2), which is like \*(&sArr2D[1][1]), which is sArr2D[1][2].
* \*(sArr2D) + 1 \* (column count) is the same as sArr2D[1]. So \*(\*(sArr2D) + 1\*5 + 2) is \*(&sArr2D[1][0] + 2), which is sArr2D[1][2].

# # Some Facts

void main**()**

**{**

int **\***ptr **=** 10**;** /\*\* Pointer to a const (pointing to address location 10) \*/

// \*ptr = 19 ; /\*\* Can not change the value pointing to i.e 10 ; Will cause error\*/

printf**(**"Value of ptr is %d\n"**,** ptr**);** /\*\* Pointer can hold address of a variable(data) as well as value; \*/

printf**(**"Value of ptr is %d\n"**,** **++**ptr**);** /\*\* 14 \*/

// printf("Value of \*ptr %d\n", \*ptr); /\*\* This will throw error, base address 10 is not accesible\*/

**return** 0**;**

**}**

# Difference between ++\*p, \*p++ and \*++p.

// PROGRAM 1

#include <stdio.h>

int main**(**void**)**

**{**

int arr**[]** **=** **{**10**,** 20**};**

int **\***p **=** arr**;**

**++\***p**;**

printf**(**"arr[0] = %d, arr[1] = %d, \*p = %d"**,** arr**[**0**],** arr**[**1**],** **\***p**);**

**return** 0**;**

**}**

// arr[0] = 11, arr[1] = 20, \*p = 11

// PROGRAM 2

#include <stdio.h>

int main**(**void**)**

**{**

int arr**[]** **=** **{**10**,** 20**};**

int **\***p **=** arr**;**

**\***p**++;**

printf**(**"arr[0] = %d, arr[1] = %d, \*p = %d"**,** arr**[**0**],** arr**[**1**],** **\***p**);**

**return** 0**;**

**}**

// arr[0] = 10, arr[1] = 20, \*p = 20

// PROGRAM 3

#include <stdio.h>

int main**(**void**)**

**{**

int arr**[]** **=** **{**10**,** 20**};**

int **\***p **=** arr**;**

**\*++**p**;**

printf**(**"arr[0] = %d, arr[1] = %d, \*p = %d"**,** arr**[**0**],** arr**[**1**],** **\***p**);**

**return** 0**;**

**}**

// arr[0] = 10, arr[1] = 20, \*p = 20

**NOTE:**

**++\***p **=** **++(\***p**)**

**\***p**++** **=** **\*(**p**++)**

**\*++**p **=** **\*(++**p**)**

***1) Precedence of prefix ++ and \* is same. Associativity of both is right to left.***

***2) Precedence of postfix ++ is higher than both \* and prefix ++. Associativity of postfix ++ is left to right.***

# void \*

void \* type pointers cannot be de-referenced. We must type cast them before de-referencing.
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# Pointers to Strings 1

#include <stdio.h>

int main**()**

**{**

char **\***cities**[]** **=** **{**"Iran"**,** "Iraq"**};**

int i**;**

**for(**i **=** 0**;** i **<** 2**;** i**++)**

printf**(**"%s\n"**,** cities**[**i**]);**

**return** 0**;**

**}**

Iran

Iraq

Note:

In the above pointer to string program, we declared a pointer array of character datatypes and then few strings like "Iran", "Iraq" where initialized to the pointer array (\*cities[]). *Note that we have not declared the size of the array as it is of character pointer type.* Coming to the explanation, cities[] is an array which has its own address and it holds the address of first element (I (Iran) ) in it as a value. This address is then executed by the pointer, i.e pointer start reading the value from the address stored in the array cities[0] and ends with '\0' by default. Next cities[1] holds the address of (I (Iraq).This address is then executed by the pointer, i.e pointer start reading the value from the address stored in the array cities[1] and ends with '\0' by default. As a result Iran and Iraq is outputted.

#include <stdio.h>

#include <string.h>

void function**(**char**\*\*);**

int main**()**

**{**

char **\***str **=** "Pointer-to-string"**;**

int i**,** j **=** strlen**(**str**);**

**for(**i **=** 0**;** i **<** j**;** i**++)**

printf**(**"%c"**,** **\***str**++);**

**return** 0**;**

**}**

**Pointer-to-string**

\*str is a char pointer variable which is initialized by a string "Pointer-to-String". Then strlen() is used to find the length of the string to do iteration using for loop is done to print the complete characters store with the variable name \*str.

char ch\_arr**[**3**][**10**]** **=** **{**

**{**'s'**,** 'p'**,** 'i'**,** 'k'**,** 'e'**,** '\0'**},**

**{**'t'**,** 'o'**,** 'm'**,**'\0'**},**

**{**'j'**,** 'e'**,** 'r'**,** 'r'**,** 'y'**,**'\0'**}**

**};**

It is important to end each 1-D array by the null character, otherwise, it will be just an array of characters. We can’t use them as strings.

char ch\_arr**[**3**][**10**]** **=** **{**

"spike"**,**

"tom"**,**

"jerry"

**};**

above statement it allocates 30 bytes (3\*10) of memory

The ch\_arr is a pointer to an array of 10 characters

Therefore, if ch\_arr points to address 1000 then ch\_arr + 1 will point to address 1010.

ch\_arr + 0 points to the 0th string or 0th 1-D array.  
ch\_arr + 1 points to the 1st string or 1st 1-D array.  
ch\_arr + 2 points to the 2nd string or 2nd 1-D array.

![array-of-strings](data:image/png;base64,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)

\*(ch\_arr + 0) + 0 points to the 0th character of 0th 1-D array (i.e s)  
\*(ch\_arr + 0) + 1 points to the 1st character of 0th 1-D array (i.e p)  
\*(ch\_arr + 1) + 2 points to the 2nd character of 1st 1-D array  (i.e m)

Note that the base type of \*(ch\_arr + i) + j is a pointer to char or (char\*), while the base type of ch\_arr + i is array of 10 characters or int(\*)[10].

To get the element at jth position of ith 1-D array just dereference the whole expression\*(ch\_arr + i) + j.

# FUNCTION POINTER (pointers to function)

In C**,** like normal data pointers **(**int **\*,** char **\*,** etc**),** we can have pointers to functions**.** Following is a simple example that shows declaration and function call using function pointer**.**

#include <stdio.h>

// A normal function with an int parameter

// and void return type

void fun**(**int a**)**

**{**

printf**(**"Value of a is %d\n"**,** a**);**

**}**

int main**()**

**{**

// fun\_ptr is a pointer to function fun()

void **(\***fun\_ptr**)(**int**)** **=** **&**fun**;**

/\* The above line is equivalent of following two

void (\*fun\_ptr)(int);

fun\_ptr = &fun;

\*/

// Invoking fun() using fun\_ptr

**(\***fun\_ptr**)(**10**);**

**return** 0**;**

**}**

Output**:**

Value of a is 10

Why **do** we need an extra bracket around function pointers like fun\_ptr in above example**?**

If we remove bracket**,** then the expression “void **(\***fun\_ptr**)(**int**)**” becomes “void **\***fun\_ptr**(**int**)**” which is declaration of a function that returns void pointer**.** See following post **for** details**.**

How to declare a pointer to a function**?**

Following are some interesting facts about function pointers**.**

1**)** Unlike normal pointers**,** a function pointer points to code**,** not data**.** Typically a function pointer stores the start of executable code**.**

2**)** Unlike normal pointers**,** we **do** not allocate de**-**allocate memory using function pointers**.**

3**)** A function’s name can also be used to get functions’ address**.** For example**,** in the below program**,** we have removed address operator ‘**&**’ in assignment**.** We have also changed function call by removing **\*,** the program still works**.**

#include <stdio.h>

// A normal function with an int parameter

// and void return type

void fun**(**int a**)**

**{**

printf**(**"Value of a is %d\n"**,** a**);**

**}**

int main**()**

**{**

void **(\***fun\_ptr**)(**int**)** **=** fun**;** // & removed

fun\_ptr**(**10**);** // \* removed

**return** 0**;**

**}**

Output**:**

Value of a is 10

4**)** Like normal pointers**,** we can have an array of function pointers**.** Below example in point 5 shows syntax **for** array of pointers**.**

5**)** Function pointer can be used in place of **switch** **case.** For example**,** in below program**,** user is asked **for** a choice between 0 and 2 to **do** different tasks**.**

#include <stdio.h>

void add**(**int a**,** int b**)**

**{**

printf**(**"Addition is %d\n"**,** a**+**b**);**

**}**

void subtract**(**int a**,** int b**)**

**{**

printf**(**"Subtraction is %d\n"**,** a**-**b**);**

**}**

void multiply**(**int a**,** int b**)**

**{**

printf**(**"Multiplication is %d\n"**,** a**\***b**);**

**}**

int main**()**

**{**

// fun\_ptr\_arr is an array of function pointers

void **(\***fun\_ptr\_arr**[])(**int**,** int**)** **=** **{**add**,** subtract**,** multiply**};**

unsigned int ch**,** a **=** 15**,** b **=** 10**;**

printf**(**"Enter Choice: 0 for add, 1 for subtract and 2 "

"for multiply\n"**);**

scanf**(**"%d"**,** **&**ch**);**

**if** **(**ch **>** 2**)** **return** 0**;**

**(\***fun\_ptr\_arr**[**ch**])(**a**,** b**);**

**return** 0**;**

**}**

Enter Choice**:** 0 **for** add**,** 1 **for** subtract and 2 **for** multiply

2

Multiplication is 150

6**)** Like normal data pointers**,** a function pointer can be passed as an argument and can also be returned from a function**.**

For example**,** consider the following C program where wrapper**()** receives a void fun**()** as parameter and calls the passed function**.**

// A simple C program to show function pointers as parameter

#include <stdio.h>

// Two simple functions

void fun1**()** **{** printf**(**"Fun1\n"**);** **}**

void fun2**()** **{** printf**(**"Fun2\n"**);** **}**

// A function that receives a simple function

// as parameter and calls the function

void wrapper**(**void **(\***fun**)())**

**{**

fun**();**

**}**

int main**()**

**{**

wrapper**(**fun1**);**

wrapper**(**fun2**);**

**return** 0**;**

**}**

This point in particular is very useful in C**.** In C**,** we can use function pointers to avoid code redundancy**.** For example a simple qsort**()** function can be used to sort arrays in ascending order or descending or by any other order in **case** of array of structures**.** Not only this**,** with function pointers and void pointers**,** it is possible to use qsort **for** any data type**.**

// An example for qsort and comparator

#include <stdio.h>

#include <stdlib.h>

// A sample comparator function that is used

// for sorting an integer array in ascending order.

// To sort any array for any other data type and/or

// criteria, all we need to do is write more compare

// functions. And we can use the same qsort()

int compare **(**const void **\*** a**,** const void **\*** b**)**

**{**

**return** **(** **\*(**int**\*)**a **-** **\*(**int**\*)**b **);**

**}**

int main **()**

**{**

int arr**[]** **=** **{**10**,** 5**,** 15**,** 12**,** 90**,** 80**};**

int n **=** **sizeof(**arr**)/sizeof(**arr**[**0**]),** i**;**

qsort **(**arr**,** n**,** **sizeof(**int**),** compare**);**

**for** **(**i**=**0**;** i**<**n**;** i**++)**

printf **(**"%d "**,** arr**[**i**]);**

**return** 0**;**

**}**

Output**:**

5 10 12 15 80 90

Similar to qsort**(),** we can write our own functions that can be used **for** any data type and can **do** different tasks without code redundancy**.** Below is an example search function that can be used **for** any data type**.** In fact we can use this search function to find close elements **(**below a threshold**)** by writing a customized compare function**.**

#include <stdio.h>

#include <stdbool.h>

// A compare function that is used for searching an integer

// array

bool compare **(**const void **\*** a**,** const void **\*** b**)**

**{**

**return** **(** **\*(**int**\*)**a **==** **\*(**int**\*)**b **);**

**}**

// General purpose search() function that can be used

// for searching an element \*x in an array arr[] of

// arr\_size. Note that void pointers are used so that

// the function can be called by passing a pointer of

// any type. ele\_size is size of an array element

int search**(**void **\***arr**,** int arr\_size**,** int ele\_size**,** void **\***x**,**

bool compare **(**const void **\*** **,** const void **\*))**

**{**

// Since char takes one byte, we can use char pointer

// for any type/ To get pointer arithmetic correct,

// we need to multiply index with size of an array

// element ele\_size

char **\***ptr **=** **(**char **\*)**arr**;**

int i**;**

**for** **(**i**=**0**;** i**<**arr\_size**;** i**++)**

**if** **(**compare**(**ptr **+** i**\***ele\_size**,** x**))**

**return** i**;**

// If element not found

**return** **-**1**;**

**}**

int main**()**

**{**

int arr**[]** **=** **{**2**,** 5**,** 7**,** 90**,** 70**};**

int n **=** **sizeof(**arr**)/sizeof(**arr**[**0**]);**

int x **=** 7**;**

printf **(**"Returned index is %d "**,** search**(**arr**,** n**,**

**sizeof(**int**),** **&**x**,** compare**));**

**return** 0**;**

**}**

Output**:**

Returned index is 2

The above search function can be used **for** any data type by writing a separate customized compare**().**

7**)** Many object oriented features in C**++** are implemented using function pointers in C**.** For example virtual functions**.** Class methods are another example implemented using function pointers**.** Refer this book **for** more details**.**

Related Article**:**Pointers in C and C**++** **|** Set 1 **(**Introduction**,** Arithmetic and Array**)**
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# Return pointer from functions in C

1. Return variable should be local static variable

#include <stdio.h>

#include <time.h>

/\* function to generate and return random numbers. \*/

int **\*** getRandom**(** **)**

**{**

static int r**[**10**];**

int i**;**

/\* set the seed \*/

srand**(** **(**unsigned**)**time**(** **NULL** **)** **);**

**for** **(** i **=** 0**;** i **<** 10**;** **++**i**)**

**{**

r**[**i**]** **=** rand**();**

printf**(**"%d\n"**,** r**[**i**]** **);**

**}**

**return** r**;**

**}**

/\* main function to call above defined function \*/

int main **()**

**{**

/\* a pointer to an int \*/

int **\***p**;**

int i**;**

p **=** getRandom**();**

**for** **(** i **=** 0**;** i **<** 10**;** i**++** **)**

**{**

printf**(**"\*(p + [%d]) : %d\n"**,** i**,** **\*(**p **+** i**)** **);**

**}**

**return** 0**;**

**}**

OUTPUT**:**

1572137106

239294930

2043050450

1209150391

1463724724

685239805

1470579469

622798986

1557074008

560728029

**\*(**p **+** **[**0**])** **:** 1572137106

**\*(**p **+** **[**1**])** **:** 239294930

**\*(**p **+** **[**2**])** **:** 2043050450

**\*(**p **+** **[**3**])** **:** 1209150391

**\*(**p **+** **[**4**])** **:** 1463724724

**\*(**p **+** **[**5**])** **:** 685239805

**\*(**p **+** **[**6**])** **:** 1470579469

**\*(**p **+** **[**7**])** **:** 622798986

**\*(**p **+** **[**8**])** **:** 1557074008

**\*(**p **+** **[**9**])** **:** 560728029